**Exercise No:13**

**Date:21/11/2020**

**Aim:** An apparel shop wants to manage the items which it sells.25 min  
Write a python program to implement the class diagram

**Program:**

class Apparel:

counter=100

def \_\_init\_\_(self,price,item\_type):

Apparel.counter+=1

self.\_\_item\_id=item\_type[0]+str(Apparel.counter)

self.\_\_price=price

self.\_\_item\_type=item\_type

def calculate\_price(self):

self.\_\_price+=self.\_\_price\*0.05

def get\_item\_id(self):

return self.\_\_item\_id

def get\_price(self):

return self.\_\_price

def get\_item\_type(self):

return self.\_\_item\_type

def set\_price(self,price):

self.\_\_price=price

return self.\_\_price

class Cotton(Apparel):

def \_\_init\_\_(self,price,discount):

super().\_\_init\_\_(price,'Cotton')

self.\_\_discount=discount

def calculate\_price(self):

super().calculate\_price()

price=self.get\_price()

price-=price\*(self.\_\_discount/100)

price+=price\*0.05

self.set\_price(price)

return price

def get\_discount(self):

return self.\_\_discount

class Silk(Apparel):

def \_\_init\_\_(self,price):

super().\_\_init\_\_(price,'Silk')

self.\_\_points=None

def calculate\_price(self):

super().calculate\_price()

if(self.get\_price()>10000):

self.\_\_points=10

else:

self.\_\_points=3

return self.set\_price(self.get\_price()+(self.get\_price()\*0.1))

def get\_points(self):

return self.\_\_points

silk=int(input())

cotton=int(input())

discount=int(input())

a=Silk(silk)

print(a.calculate\_price())

b=Cotton(cotton,discount)

print(b.calculate\_price())

**Link:**

[**http://103.53.53.18/mod/vpl/forms/edit.php?id=328&userid=1782#**](http://103.53.53.18/mod/vpl/forms/edit.php?id=328&userid=1782)

**Output:**

![](data:image/png;base64,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)

**Result:**

The program was executed successfully and the output was verified.